Building a Website

Warning

* This guide assumes [basic knowledge of Python](http://docs.python.org/2/tutorial/)
* This guide assumes [an installed Odoo](https://www.odoo.com/documentation/10.0/setup/install.html#setup-install)

**Creating a basic module**

In Odoo, tasks are performed by creating modules.

Modules customize the behavior of an Odoo installation, either by adding new behaviors or by altering existing ones (including behaviors added by other modules).

[Odoo's scaffolding](https://www.odoo.com/documentation/10.0/reference/cmdline.html#reference-cmdline-scaffold) can setup a basic module. To quickly get started simply invoke:

$ ./odoo-bin scaffold Academy my-modules

This will automatically create a my-modules *module directory* with an academy module inside. The directory can be an existing module directory if you want, but the module name must be unique within the directory.

**A demonstration module**

We have a "complete" module ready for installation.

Although it does absolutely nothing we can install it:

* start the Odoo server
* $ ./odoo-bin --addons-path addons,my-modules
* go to <http://localhost:8069>
* create a new database including demonstration data
* to go Settings ‣ Modules ‣ Modules
* in the top-right corner remove the *Installed* filter and search for *academy*
* click the Install button for the *Academy* module

**To the browser**

[Controllers](https://www.odoo.com/documentation/10.0/reference/http.html#reference-http-controllers) interpret browser requests and send data back.

Add a simple controller and ensure it is imported by \_\_init\_\_.py (so Odoo can find it):

*academy/controllers.py*

# -\*- coding: utf-8 -\*-

from odoo import http

class Academy(http.Controller):

@http.route('/academy/academy/', auth='public')

def index(self, \*\*kw):

return "Hello, world"

# @http.route('/academy/academy/objects/', auth='public')

# def list(self, \*\*kw):

Shut down your server (^C) then restart it:

$ ./odoo-bin --addons-path addons,my-modules

and open a page to <http://localhost:8069/academy/academy/>, you should see your "page" appear:
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**Templates**

Generating HTML in Python isn't very pleasant.

The usual solution is [templates](http://en.wikipedia.org/wiki/Web_template), pseudo-documents with placeholders and display logic. Odoo allows any Python templating system, but provides its own [QWeb](https://www.odoo.com/documentation/10.0/reference/qweb.html#reference-qweb) templating system which integrates with other features.

Create a template and ensure the template file is registered in the \_\_manifest\_\_.py manifest, and alter the controller to use our template:

*academy/controllers.py*

class Academy(http.Controller):

@http.route('/academy/academy/', auth='public')

def index(self, \*\*kw):

return http.request.render('academy.index', {

'teachers': ["Diana Padilla", "Jody Caroll", "Lester Vaughn"],

})

# @http.route('/academy/academy/objects/', auth='public')

# def list(self, \*\*kw):

*academy/templates.xml*

<odoo>

<data>

<template id="index">

<title>Academy</title>

<t t-foreach="teachers" t-as="teacher">

<p><t t-esc="teacher"/></p>

</t>

</template>

<!-- <template id="object"> -->

<!-- <h1><t t-esc="object.display\_name"/></h1> -->

<!-- <dl> -->

The templates iterates (t-foreach) on all the teachers (passed through the *template context*), and prints each teacher in its own paragraph.

Finally restart Odoo and update the module's data (to install the template) by going to Settings ‣ Modules ‣ Modules ‣ Academy and clicking Upgrade.

Tip

Alternatively, Odoo can be restarted [and update modules at the same time](https://www.odoo.com/documentation/10.0/reference/cmdline.html#cmdoption-odoo-bin-u):

$ odoo-bin --addons-path addons,my-modules -d academy -u academy

Going to <http://localhost:8069/academy/academy/> should now result in:
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**Storing data in Odoo**

[Odoo models](https://www.odoo.com/documentation/10.0/reference/orm.html#reference-orm-model) map to database tables.

In the previous section we just displayed a list of string entered statically in the Python code. This doesn't allow modifications or persistent storage so we'll now move our data to the database.

**Defining the data model**

Define a teacher model, and ensure it is imported from \_\_init\_\_.py so it is correctly loaded:

*academy/models.py*

from odoo import models, fields, api

class Teachers(models.Model):

\_name = 'academy.teachers'

name = fields.Char()

Then setup [basic access control](https://www.odoo.com/documentation/10.0/reference/security.html#reference-security-acl) for the model and add them to the manifest:

*academy/\_\_manifest\_\_.py*

# always loaded

'data': [

'security/ir.model.access.csv',

'templates.xml',

],

# only loaded in demonstration mode

*academy/security/ir.model.access.csv*

id,name,model\_id:id,group\_id:id,perm\_read,perm\_write,perm\_create,perm\_unlink

access\_academy\_teachers,access\_academy\_teachers,model\_academy\_teachers,,1,0,0,0

this simply gives read access (perm\_read) to all users (group\_id:id left empty).

Note

[Data files](https://www.odoo.com/documentation/10.0/reference/data.html#reference-data) (XML or CSV) must be added to the module manifest, Python files (models or controllers) don't but have to be imported from \_\_init\_\_.py (directly or indirectly)

Warning

the administrator user bypasses access control, they have access to all models even if not given access

**Demonstration data**

The second step is to add some demonstration data to the system so it's possible to test it easily. This is done by adding a demo [data file](https://www.odoo.com/documentation/10.0/reference/data.html#reference-data), which must be linked from the manifest:

*academy/demo.xml*

<odoo>

<data>

<record id="padilla" model="academy.teachers">

<field name="name">Diana Padilla</field>

</record>

<record id="carroll" model="academy.teachers">

<field name="name">Jody Carroll</field>

</record>

<record id="vaughn" model="academy.teachers">

<field name="name">Lester Vaughn</field>

</record>

</data>

</odoo>

Tip

[Data files](https://www.odoo.com/documentation/10.0/reference/data.html#reference-data) can be used for demo and non-demo data. Demo data are only loaded in "demonstration mode" and can be used for flow testing and demonstration, non-demo data are always loaded and used as initial system setup.

In this case we're using demonstration data because an actual user of the system would want to input or import their own teachers list, this list is only useful for testing.

**Accessing the data**

The last step is to alter model and template to use our demonstration data:

1. fetch the records from the database instead of having a static list
2. Because [search()](https://www.odoo.com/documentation/10.0/reference/orm.html#odoo.models.Model.search) returns a set of records matching the filter ("all records" here), alter the template to print each teacher's name

*academy/controllers.py*

class Academy(http.Controller):

@http.route('/academy/academy/', auth='public')

def index(self, \*\*kw):

Teachers = http.request.env['academy.teachers']

return http.request.render('academy.index', {

'teachers': Teachers.search([])

})

# @http.route('/academy/academy/objects/', auth='public')

*academy/templates.xml*

<template id="index">

<title>Academy</title>

<t t-foreach="teachers" t-as="teacher">

<p><t t-esc="teacher.id"/> <t t-esc="teacher.name"/></p>

</t>

</template>

<!-- <template id="object"> -->

Restart the server and update the module (in order to update the manifest and templates and load the demo file) then navigate to <http://localhost:8069/academy/academy/>. The page should look slightly different: names should simply be prefixed by a number (the database identifier for the teacher).

**Website support**

Odoo bundles a module dedicated to building websites.

So far we've used controllers fairly directly, but Odoo 8 added deeper integration and a few other services (e.g. default styling, theming) via the website module.

1. first, add website as a dependency to academy
2. then add the website=True flag on the controller, this sets up a few new variables on [the request object](https://www.odoo.com/documentation/10.0/reference/http.html#reference-http-request) and allows using the website layout in our template
3. use the website layout in the template

*academy/\_\_manifest\_\_.py*

'version': '0.1',

# any module necessary for this one to work correctly

'depends': ['website'],

# always loaded

'data': [

*academy/controllers.py*

from odoo import http

class Academy(http.Controller):

@http.route('/academy/academy/', auth='public', website=True)

def index(self, \*\*kw):

Teachers = http.request.env['academy.teachers']

return http.request.render('academy.index', {

*academy/templates.xml*

<odoo>

<data>

<template id="index">

<t t-call="website.layout">

<t t-set="title">Academy</t>

<div class="oe\_structure">

<div class="container">

<t t-foreach="teachers" t-as="teacher">

<p><t t-esc="teacher.id"/> <t t-esc="teacher.name"/></p>

</t>

</div>

</div>

</t>

</template>

<!-- <template id="object"> -->

After restarting the server while updating the module (in order to update the manifest and template) access <http://localhost:8069/academy/academy/> should yield a nicer looking page with branding and a number of built-in page elements (top-level menu, footer, …)

![https://www.odoo.com/documentation/10.0/_images/layout.png](data:image/png;base64,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)

The website layout also provides support for edition tools: click Sign In (in the top-right), fill the credentials in (admin / admin by default) then click Log In.

You're now in Odoo "proper": the administrative interface. For now click on the Website menu item (top-left corner.

We're back in the website but as an administrator, with access to advanced edition features provided by the *website* support:

* a template code editor (Customize ‣ HTML Editor) where you can see and edit all templates used for the current page
* the Edit button in the top-left switches to "edition mode" where blocks (snippets) and rich text edition are available
* a number of other features such as mobile preview or SEO

**URLs and routing**

Controller methods are associated with *routes* via the [route()](https://www.odoo.com/documentation/10.0/reference/http.html#odoo.http.route) decorator which takes a routing string and a number of attributes to customise its behavior or security.

We've seen a "literal" routing string, which matches a URL section exactly, but routing strings can also use [converter patterns](http://werkzeug.pocoo.org/docs/routing/#rule-format) which match bits of URLs and make those available as local variables. For instance we can create a new controller method which takes a bit of URL and prints it out:

*academy/controllers.py*

'teachers': Teachers.search([])

})

@http.route('/academy/<name>/', auth='public', website=True)

def teacher(self, name):

return '<h1>{}</h1>'.format(name)

# @http.route('/academy/academy/objects/', auth='public')

# def list(self, \*\*kw):

# return http.request.render('academy.listing', {

restart Odoo, access <http://localhost:8069/academy/Alice/> and <http://localhost:8069/academy/Bob/> and see the difference.

As the name indicates, [converter patterns](http://werkzeug.pocoo.org/docs/routing/#rule-format) don't just do extraction, they also do *validation* and *conversion*, so we can change the new controller to only accept integers:

*academy/controllers.py*

'teachers': Teachers.search([])

})

@http.route('/academy/<int:id>/', auth='public', website=True)

def teacher(self, id):

return '<h1>{} ({})</h1>'.format(id, type(id).\_\_name\_\_)

# @http.route('/academy/academy/objects/', auth='public')

Restart Odoo, access <http://localhost:8069/academy/2>, note how the old value was a string, but the new one was converted to an integers. Try accessing <http://localhost:8069/academy/Carol/> and note that the page was not found: since "Carol" is not an integer, the route was ignored and no route could be found.

Odoo provides an additional converter called model which provides records directly when given their id. Let's use this to create a generic page for teacher biographies:

*academy/controllers.py*

'teachers': Teachers.search([])

})

@http.route('/academy/<model("academy.teachers"):teacher>/', auth='public', website=True)

def teacher(self, teacher):

return http.request.render('academy.biography', {

'person': teacher

})

# @http.route('/academy/academy/objects/', auth='public')

*academy/templates.xml*

</div>

</t>

</template>

<template id="biography">

<t t-call="website.layout">

<t t-set="title">Academy</t>

<div class="oe\_structure"/>

<div class="oe\_structure">

<div class="container">

<p><t t-esc="person.id"/> <t t-esc="person.name"/></p>

</div>

</div>

<div class="oe\_structure"/>

</t>

</template>

<!-- <template id="object"> -->

<!-- <h1><t t-esc="object.display\_name"/></h1> -->

<!-- <dl> -->

then change the list of model to link to our new controller:

*academy/templates.xml*

<div class="oe\_structure">

<div class="container">

<t t-foreach="teachers" t-as="teacher">

<p><a t-attf-href="/academy/{{ slug(teacher) }}">

<t t-esc="teacher.name"/></a>

</p>

</t>

</div>

</div>

<div class="oe\_structure"/>

<div class="oe\_structure">

<div class="container">

<h3><t t-esc="person.name"/></h3>

</div>

</div>

<div class="oe\_structure"/>

Restart Odoo and upgrade the module, then you can visit each teacher's page. As an exercise, try adding blocks to a teacher's page to write a biography, then go to another teacher's page and so forth. You will discover, that your biography is shared between all teachers, because blocks are added to the *template*, and the *biography* template is shared between all teachers, when one page is edited they're all edited at the same time.

**Field edition**

Data which is specific to a record should be saved on that record, so let us add a new biography field to our teachers:

*academy/models.py*

\_name = 'academy.teachers'

name = fields.Char()

biography = fields.Html()

*academy/templates.xml*

<div class="oe\_structure">

<div class="container">

<h3><t t-esc="person.name"/></h3>

<div><t t-esc="person.biography"/></div>

</div>

</div>

<div class="oe\_structure"/>

Restart Odoo and update the views, reload the teacher's page and… the field is invisible since it contains nothing.

For record fields, templates can use a special t-field directive which allows editing the field content from the website using field-specific interfaces. Change the *person* template to use t-field:

*academy/templates.xml*

<div class="oe\_structure"/>

<div class="oe\_structure">

<div class="container">

<h3 t-field="person.name"/>

<div t-field="person.biography"/>

</div>

</div>

<div class="oe\_structure"/>

Restart Odoo and upgrade the module, there is now a placeholder under the teacher's name and a new zone for blocks in Edit mode. Content dropped there is stored in the corresponding teacher's biography field, and thus specific to that teacher.

The teacher's name is also editable, and when saved the change is visible on the index page.

t-field can also take formatting options which depend on the exact field. For instance if we display the modification date for a teacher's record:

*academy/templates.xml*

<div class="oe\_structure">

<div class="container">

<h3 t-field="person.name"/>

<p>Last modified: <i t-field="person.write\_date"/></p>

<div t-field="person.biography"/>

</div>

</div>

it is displayed in a very "computery" manner and hard to read, but we could ask for a human-readable version:

*academy/templates.xml*

<div class="oe\_structure">

<div class="container">

<h3 t-field="person.name"/>

<p>Last modified: <i t-field="person.write\_date" t-options='{"format": "long"}'/></p>

<div t-field="person.biography"/>

</div>

</div>

or a relative display:

*academy/templates.xml*

<div class="oe\_structure">

<div class="container">

<h3 t-field="person.name"/>

<p>Last modified: <i t-field="person.write\_date" t-options='{"widget": "relative"}'/></p>

<div t-field="person.biography"/>

</div>

</div>

**Administration and ERP integration**

**A brief and incomplete introduction to the Odoo administration**

The Odoo administration was briefly seen during the [website support](https://www.odoo.com/documentation/10.0/howtos/website.html#website-support) section. We can go back to it using Administrator ‣ Administrator in the menu (or Sign In if you're signed out).

The conceptual structure of the Odoo backend is simple:

1. first are menus, a tree (menus can have sub-menus) of records. Menus without children map to…
2. actions. Actions have various types: links, reports, code which Odoo should execute or data display. Data display actions are called *window actions*, and tell Odoo to display a given *model* according to a set of views…
3. a view has a type, a broad category to which it corresponds (a list, a graph, a calendar) and an *architecture* which customises the way the model is displayed inside the view.

**Editing in the Odoo administration**

By default, an Odoo model is essentially invisible to a user. To make it visible it must be available through an action, which itself needs to be reachable, generally through a menu.

Let's create a menu for our model:

*academy/\_\_manifest\_\_.py*

'data': [

'security/ir.model.access.csv',

'templates.xml',

'views.xml',

],

# only loaded in demonstration mode

'demo': [

*academy/views.xml*

<odoo>

<data>

<record id="action\_academy\_teachers" model="ir.actions.act\_window">

<field name="name">Academy teachers</field>

<field name="res\_model">academy.teachers</field>

</record>

<menuitem sequence="0" id="menu\_academy" name="Academy"/>

<menuitem id="menu\_academy\_content" parent="menu\_academy"

name="Academy Content"/>

<menuitem id="menu\_academy\_content\_teachers"

parent="menu\_academy\_content"

action="action\_academy\_teachers"/>

then accessing <http://localhost:8069/web/> in the top left should be a menu Academy, which is selected by default, as it is the first menu, and having opened a listing of teachers. From the listing it is possible to Create new teacher records, and to switch to the "form" by-record view.

If there is no definition of how to present records (a [view](https://www.odoo.com/documentation/10.0/reference/views.html#reference-views)) Odoo will automatically create a basic one on-the-fly. In our case it works for the "list" view for now (only displays the teacher's name) but in the "form" view the HTML biography field is displayed side-by-side with the name field and not given enough space. Let's define a custom form view to make viewing and editing teacher records a better experience:

*academy/views.xml*

<field name="name">Academy teachers</field>

<field name="res\_model">academy.teachers</field>

</record>

<record id="academy\_teacher\_form" model="ir.ui.view">

<field name="name">Academy teachers: form</field>

<field name="model">academy.teachers</field>

<field name="arch" type="xml">

<form>

<sheet>

<label for="name"/> <field name="name"/>

<label for="biography"/>

<field name="biography"/>

</sheet>

</form>

</field>

</record>

<menuitem sequence="0" id="menu\_academy" name="Academy"/>

<menuitem id="menu\_academy\_content" parent="menu\_academy"

**Relations between models**

We have seen a pair of "basic" fields stored directly in the record. There are [a number of basic fields](https://www.odoo.com/documentation/10.0/reference/orm.html#reference-orm-fields-basic). The second broad categories of fields are [relational](https://www.odoo.com/documentation/10.0/reference/orm.html#reference-orm-fields-relational) and used to link records to one another (within a model or across models).

For demonstration, let's create a *courses* model. Each course should have a teacher field, linking to a single teacher record, but each teacher can teach many courses:

*academy/models.py*

name = fields.Char()

biography = fields.Html()

class Courses(models.Model):

\_name = 'academy.courses'

name = fields.Char()

teacher\_id = fields.Many2one('academy.teachers', string="Teacher")

*academy/security/ir.model.access.csv*

id,name,model\_id:id,group\_id:id,perm\_read,perm\_write,perm\_create,perm\_unlink

access\_academy\_teachers,access\_academy\_teachers,model\_academy\_teachers,,1,0,0,0

access\_academy\_courses,access\_academy\_courses,model\_academy\_courses,,1,0,0,0

let's also add views so we can see and edit a course's teacher:

*academy/views.xml*

</form>

</field>

</record>

<record id="action\_academy\_courses" model="ir.actions.act\_window">

<field name="name">Academy courses</field>

<field name="res\_model">academy.courses</field>

</record>

<record id="academy\_course\_search" model="ir.ui.view">

<field name="name">Academy courses: search</field>

<field name="model">academy.courses</field>

<field name="arch" type="xml">

<search>

<field name="name"/>

<field name="teacher\_id"/>

</search>

</field>

</record>

<record id="academy\_course\_list" model="ir.ui.view">

<field name="name">Academy courses: list</field>

<field name="model">academy.courses</field>

<field name="arch" type="xml">

<tree string="Courses">

<field name="name"/>

<field name="teacher\_id"/>

</tree>

</field>

</record>

<record id="academy\_course\_form" model="ir.ui.view">

<field name="name">Academy courses: form</field>

<field name="model">academy.courses</field>

<field name="arch" type="xml">

<form>

<sheet>

<label for="name"/>

<field name="name"/>

<label for="teacher\_id"/>

<field name="teacher\_id"/>

</sheet>

</form>

</field>

</record>

<menuitem sequence="0" id="menu\_academy" name="Academy"/>

<menuitem id="menu\_academy\_content" parent="menu\_academy"

name="Academy Content"/>

<menuitem id="menu\_academy\_content\_courses"

parent="menu\_academy\_content"

action="action\_academy\_courses"/>

<menuitem id="menu\_academy\_content\_teachers"

parent="menu\_academy\_content"

It should also be possible to create new courses directly from a teacher's page, or to see all the courses they teach, so add [the inverse relationship](https://www.odoo.com/documentation/10.0/reference/orm.html#odoo.fields.One2many) to the *teachers* model:

*academy/models.py*

name = fields.Char()

biography = fields.Html()

course\_ids = fields.One2many('academy.courses', 'teacher\_id', string="Courses")

class Courses(models.Model):

\_name = 'academy.courses'

*academy/views.xml*

<field name="arch" type="xml">

<form>

<sheet>

<label for="name"/> <field name="name"/>

<label for="biography"/>

<field name="biography"/>

<field name="course\_ids">

<tree string="Courses" editable="bottom">

<field name="name"/>

</tree>

</field>

</sheet>

</form>

**Discussions and notifications**

Odoo provides technical models, which don't directly fulfill business needs but which add capabilities to business objects without having to build them by hand.

One of these is the *Chatter* system, part of Odoo's email and messaging system, which can add notifications and discussion threads to any model. The model simply has to [\_inherit](https://www.odoo.com/documentation/10.0/reference/orm.html#odoo.models.Model._inherit) mail.thread, and add the message\_ids field to its form view to display the discussion thread. Discussion threads are per-record.

For our academy, it makes sense to allow discussing courses to handle e.g. scheduling changes or discussions between teachers and assistants:

*academy/models.py*

class Courses(models.Model):

\_name = 'academy.courses'

\_inherit = 'mail.thread'

name = fields.Char()

teacher\_id = fields.Many2one('academy.teachers', string="Teacher")

*academy/views.xml*

<field name="name"/>

<label for="teacher\_id"/>

<field name="teacher\_id"/>

</sheet>

<div class="oe\_chatter">

<field name="message\_follower\_ids" widget="mail\_followers"/>

<field name="message\_ids" widget="mail\_thread"/>

</div>

</form>

</field>

At the bottom of each course form, there is now a discussion thread and the possibility for users of the system to leave messages and follow or unfollow discussions linked to specific courses.

**Selling courses**

Odoo also provides business models which allow using or opting in business needs more directly. For instance the website\_sale module sets up an e-commerce site based on the products in the Odoo system. We can easily make course subscriptions sellable by making our courses specific kinds of products.

Rather than the previous classical inheritance, this means replacing our *course* model by the *product* model, and extending products in-place (to add anything we need to it).

First of all we need to add a dependency on website\_sale so we get both products (via sale) and the ecommerce interface:

*academy/\_\_manifest\_\_.py*

'version': '0.1',

# any module necessary for this one to work correctly

'depends': ['website\_sale'],

# always loaded

'data': [

restart Odoo, update your module, there is now a Shop section in the website, listing a number of pre-filled (via demonstration data) products.

The second step is to replace the *courses* model by product.template, and add a new category of product for courses:

*academy/\_\_manifest\_\_.py*

'security/ir.model.access.csv',

'templates.xml',

'views.xml',

'data.xml',

],

# only loaded in demonstration mode

'demo': [

*academy/data.xml*

<odoo><data>

<record model="product.public.category" id="category\_courses">

<field name="name">Courses</field>

<field name="parent\_id" ref="website\_sale.categ\_others"/>

</record>

</data></odoo>

*academy/demo.xml*

<record id="vaughn" model="academy.teachers">

<field name="name">Lester Vaughn</field>

</record>

<record id="course0" model="product.template">

<field name="name">Course 0</field>

<field name="teacher\_id" ref="padilla"/>

<field name="public\_categ\_ids" eval="[(4, ref('academy.category\_courses'), False)]"/>

<field name="website\_published">True</field>

<field name="list\_price" type="float">0</field>

<field name="type">service</field>

</record>

<record id="course1" model="product.template">

<field name="name">Course 1</field>

<field name="teacher\_id" ref="padilla"/>

<field name="public\_categ\_ids" eval="[(4, ref('academy.category\_courses'), False)]"/>

<field name="website\_published">True</field>

<field name="list\_price" type="float">0</field>

<field name="type">service</field>

</record>

<record id="course2" model="product.template">

<field name="name">Course 2</field>

<field name="teacher\_id" ref="vaughn"/>

<field name="public\_categ\_ids" eval="[(4, ref('academy.category\_courses'), False)]"/>

<field name="website\_published">True</field>

<field name="list\_price" type="float">0</field>

<field name="type">service</field>

</record>

</data>

</odoo>

*academy/models.py*

name = fields.Char()

biography = fields.Html()

course\_ids = fields.One2many('product.template', 'teacher\_id', string="Courses")

class Courses(models.Model):

\_inherit = 'product.template'

teacher\_id = fields.Many2one('academy.teachers', string="Teacher")

*academy/security/ir.model.access.csv*

id,name,model\_id:id,group\_id:id,perm\_read,perm\_write,perm\_create,perm\_unlink

access\_academy\_teachers,access\_academy\_teachers,model\_academy\_teachers,,1,0,0,0

*academy/views.xml*

</form>

</field>

</record>

<menuitem sequence="0" id="menu\_academy" name="Academy"/>

<menuitem id="menu\_academy\_content" parent="menu\_academy"

name="Academy Content"/>

<menuitem id="menu\_academy\_content\_teachers"

parent="menu\_academy\_content"

With this installed, a few courses are now available in the Shop, though they may have to be looked for.

Note

* to extend a model in-place, it's [inherited](https://www.odoo.com/documentation/10.0/reference/orm.html#odoo.models.Model._inherit) without giving it a new [\_name](https://www.odoo.com/documentation/10.0/reference/orm.html#odoo.models.Model._name)
* product.template already uses the discussions system, so we can remove it from our extension model
* we're creating our courses as *published* by default so they can be seen without having to log in

**Altering existing views**

So far, we have briefly seen:

* the creation of new models
* the creation of new views
* the creation of new records
* the alteration of existing models

We're left with the alteration of existing records and the alteration of existing views. We'll do both on the Shop pages.

View alteration is done by creating *extension* views, which are applied on top of the original view and alter it. These alteration views can be added or removed without modifying the original, making it easier to try things out and roll changes back.

Since our courses are free, there is no reason to display their price on the shop page, so we're going to alter the view and hide the price if it's 0. The first task is finding out which view displays the price, this can be done via Customize ‣ HTML Editor which lets us read the various templates involved in rendering a page. Going through a few of them, "Product item" looks a likely culprit.

Altering view architectures is done in 3 steps:

1. Create a new view
2. Extend the view to modify by setting the new view's inherit\_id to the modified view's external id
3. In the architecture, use the xpath tag to select and alter elements from the modified view

*academy/templates.xml*

<div class="oe\_structure"/>

</t>

</template>

<template id="product\_item\_hide\_no\_price" inherit\_id="website\_sale.products\_item">

<xpath expr="//div[hasclass('product\_price')]/b" position="attributes">

<attribute name="t-if">product.price &gt; 0</attribute>

</xpath>

</template>

<!-- <template id="object"> -->

<!-- <h1><t t-esc="object.display\_name"/></h1> -->

<!-- <dl> -->

The second thing we will change is making the product categories sidebar visible by default: Customize ‣ Product Categories lets you toggle a tree of product categories (used to filter the main display) on and off.

This is done via the customize\_show and active fields of extension templates: an extension template (such as the one we've just created) can be *customize\_show=True*. This choice will display the view in the Customize menu with a check box, allowing administrators to activate or disable them (and easily customize their website pages).

We simply need to modify the *Product Categories* record and set its default to *active="True"*:

*academy/templates.xml*

</xpath>

</template>

<record id="website\_sale.products\_categories" model="ir.ui.view">

<field name="active" eval="True"/>

</record>

<!-- <template id="object"> -->

<!-- <h1><t t-esc="object.display\_name"/></h1> -->

<!-- <dl> -->

With this, the *Product Categories* sidebar will automatically be enabled when the *Academy* module is installed.